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This paper aims at solving a puzzle. How do we explain why the world’s third largest economy, Japan, second only to the U.S. in software sales, nevertheless, lags so significantly in other key measures of software performance. One can measure these lags in its miniscule software and information services exports, large software and information services imports, absence of path breaking software firms, and absence of a large independent software sector.  

This paper focuses primarily but not exclusively on the role of software in the IT sector. This sector is seen commonly as encompassing the following industries: computer hardware, software, electronics, semiconductors, internet, telecom equipment, e-commerce and computer services.

My analysis will document Japan’s software deficits relative to the U.S. and explore competing explanations for them. Specifically, I evaluate recent research on U.S. and Japanese IT patents regarding software innovation performance in the IT sector and the consequences of Japan’s lagging software innovation capabilities. This analysis involves an examination of embedded, enterprise, and application software. I explore the role of path dependency as a factor limiting Japanese firm transitions from hardware centric to a more software focused approach. This leads into an examination of the structure of the American and Japanese software industries along with their differential propensity to customize and what that tells us about management priorities. These priorities impact the status and reputation of software jobs in firms and society at large and their consequences for attracting the best and the brightest to software careers.

In July 2010, IBM quietly restructured its Systems and Technology Group (its hardware group) to report to its software Group—an extraordinary development seen historically. It was IBM’s hardware group which initially gave birth to its software group. Software as IBM has now come full circle. It is as if the grown up child is now controlling its aging parent. IBM’s announcement of this restructuring explained that IBM wanted to bring to market more tightly integrated packages of hardware/software solutions.

These developments at IBM capture the broader movement of hardware companies transforming themselves into software companies or hybrids. Many Japanese observers see this as a uniquely American phenomenon based on American weakness in manufacturing; American managers and workers, they believe, don’t have that “monozukuri gene.” It is commonly believed Japanese among manufacturing personnel that monozukuri is about Japan’s unique ability and practices for building high quality continually improving precision hardware products. In this world view, software is simply a facilitator of hardware capability, an assistant and a controller, not in itself a driver of customer value. Prof. Takahiro Fujimoto has been a major promoter of monozukuri consciousness from the late 1990s. He adopts an information processing definition of monozukuri, a short version of which is: “A firm’s products and
processes are artifacts that have been designed. Firm’s manufacturing (monozukuri) capability is its distinctive ability to effectively and efficiently transform the flow of design information from and to customers.” This is accomplished through achieving a tight relationship between organizational capabilities and product architecture. There is nothing in that definition which prohibits seeing software as a designed artifact nor as a driver of monozukuri capability. Yet, the promoters of monozukuri almost never frame the matter in this fashion. How did monozukuri get to be seen as primarily a hardware capability?

It is first of all an old concept arising from efforts to capture the virtues of Japanese craftsmanship, associated with material processing and/or mechanical production activities (typically carried out by smaller firms) in which Japan has excelled. Naturally, software did not figure into this initial formulation. Secondly, we can learn how the term both evolved and came back into fashion from observing how U.S. management responded to a major crisis. Neil Fligstein, in analyzing the response of U.S. business leaders to the crisis of the great depression, notes that initially managers were confused, their old formulas were no longer producing the expected results. As a response, managers turned to an intensified use of tools in their existing repertoire. When hit with a threat the magnitude and character of which is not well understand, managers initially will often fall back on familiar solutions. What Fligstein found in the case of the U.S. was that when this approach failed to yield positive results, eventually some firms took the lead in developing new capabilities and products rather than relying on executing better its past strong capabilities and skillsets. It was this that gradually led these firms to a renewed prosperity. As Japanese managers began to stumble in IT manufacturing (e.g., loss of DRAM market to Koreans in 1990s), one can imagine them initially reasoning:

We are having problems because we are not executing very well our standard practices and approaches that produced success in the past. We need to better execute what are our core capabilities.

Monozukuri is a concept, and indeed has become a management ideology, which characterizes Japanese manufacturing firm’s core capabilities as they evolved in postwar Japan. In the late 1990s, Japanese IT firms were faced with a hollowing out of manufacturing capabilities, loss of key global markets and challenged by the rise of modular production and Asian competitors. It is in this environment that the monozukuri concept was resuscitated and elevated into a national strategy. Various government agencies began promoting monozukuri as the path to renewed corporate health and Japanese prosperity.

Not having yielded the desired results to date, some are calling for reevaluating monozukuri’s value. In 2009, Dr. Hidenori Kimura published a book entitled, “Monozukuri Defeat”. He argued that Japanese firms have excessive confidence in their manufacturing ability (their monozukuri) and that their belief in the superiority of the quality of their manufactured goods was no
longer justified. In the digital age, the quality of manufactured goods doesn’t differ among firms as it once did. He argued that what really counts today are software, the ability to make quick strategic decisions and to go global. It is an argument that stresses conditions have changed and new capabilities are required. Seen in this light, organizational memory which prioritizes monozukuri concepts, practices and successes are no longer assets but a barrier to innovation and competitive success.\(^5\)

The shift to a heightened role for software symbolized by IBM’s restructuring may be happening early in the U.S. partly because of its competitive weakness in IT manufacturing as some Japanese say but regardless of the causes, there is reason to believe that it will happen everywhere. This is because hardware is increasingly a commodity product with low margins, as so many Japanese manufacturing firms are painfully aware. The reason for the diminishing value assigned to hardware, is that more and more of the value in high tech and other products and services is contributed by software.

Software contributes directly to competitive advantage through its use of an ever expanding array of value-added applications.\(^6\) Software provides more and more functionality for hardware (through embedded software) and it enables “smart” enterprises (enterprise software). It does this through its expanding role in product design, enabling data aggregation, integration and analysis, providing data on detailed customer behavior and needs and, facilitating delivery of services. The locus where truly innovative high tech products are being developed is at the nexus of hardware, software, and services.

At its best, embedded and application software provide a stream of services throughout the life cycle of manufactured products. The traditional approach to product development focuses on the value of the core tangible product at the time it is delivered to the customer. When you bought a car in the past, you got access to all its capabilities at once. But products, using software, can release expanded value over the life cycle of the product. This can ultimately be much more important for total customer value. That is what has happened to the mobile phone. It is starting to happen to TVersus, and to automobiles; this list will only grow.

Software’s role in delivering services and software as a service (SaaS) has seen huge increases in recent years. IBM’s service revenues have grown from less than 30 percent of revenues to more than 50 percent from 1998 to 2008. Sun Microsystems, Hewlett-Packard, Cisco, and even Dell have all greatly increased their delivery of services, as they build on and modify their hardware past.\(^7\) A Dell spokesmen reported that its software increasingly makes its storage technologies stand apart from competitors. He stated in early 2012 “hardware is becoming very commoditized. In [Dell] Storage we have more than quadrupled the size of our engineering team since our recent [software] acquisitions, so now 90% of our engineers are software developers.”\(^8\)
Japanese IT Firms’ Decline

It is hard to even imagine that just some twenty odd years ago, Americans were being warned that Japan was positioned to become the next software superpower, following upon its success in manufacturing. Small fragmented Silicon Valley firms were seen as no match for the commercialization capabilities and financial resources of large integrated Japanese hi tech manufacturers. Moreover, the factory approach to software development, favored by large Japanese firms, was seen as superior to the craft approach dominant in the U.S.3

Notwithstanding these predictions, the last two decades has not been kind to Japanese IT firms. They have been steadily losing global share in major products. Richard Katz has documented these developments as follows: Japan’s electronic products output produced in Japan, typically containing embedded software, declined 50% from 2000 to 2011. Electronic exports are down 37% in that same period. While the global image of Japanese electronics has been on consumer products, they are increasingly engaged in intermediate goods transactions producing parts and components for other manufacturers. Consumer electronic components and devices accounted for 45% of production in 2000 and rose to 56% by 2011; in the same period, industrial components rose from 8 to 12%.10 The problem is that the bulk of profits for these products typically go to sellers of final products, the Apples and Samsung’s of the world, while parts and components suppliers, excepting those with strong IP, are most likely to be left with the crumbs. The combined market capitalization of Japanese electronics manufacturers was more than halved by the end of Dec. 2011 from its year 2000 level. Nor is this decline simply a reflection of the overall decline in market capitalization during this period; the first section (large firms) of the Tokyo Stock Exchange declined just 16% over the same period.11

The IT sector is more than electronics. IT products are included in the Information and Communication Technology (ICT) sector. Services accounted for 5% of total ICT value in 1996 but they rose to 22% of the total by 2009. Most of the value of ICT services is contributed by software. Yet, services accounted for a little over 2% of Japan’s ICT exports in 1996, and fell to a little less than 2% by 2009.12 Clearly, Japan is lagging in the hardware to services transition and a large part of the weakness can be attributed to software.

Finally, with respect to creating and employing state of the art enterprise software to create smart enterprises ready to take quick advantage of strategic opportunities, Japan is a “third mover” with its firms belatedly taking many of its cues from American firms. We see this in their slow and limited adoption of enterprise software (ERP) and even when adopted, fewer modules are implemented. In particular, in keeping with their commitment to maintaining their perceived unique monozukuri capabilities, the manufacturing module is seldom adopted.13 The manufacturing module typically consists of: engineering, bill of materials, work orders, scheduling, capacity, workflow management, quality control, manufacturing process,
manufacturing projects, manufacturing flow, and product life cycle management. Enterprise software systems integrate internal and external management of information across an entire organization, thereby enabling the firm not only to be managed more efficiently but also enabling information to be better used for strategic purposes. Analysis of comparative survey data from 2003 suggests that American firms are much more likely to use IT investment for strategic benefits (e.g., winning new customers, increase in sales, development of high added value of products/services) than Japanese firms which are more focused on extracting its operational benefits (e.g., cost reduction).

Another area where Japanese risk averseness is apparent, is in corporate adoption of agile development methods. These methods are attractive because of their potential to provide continuous customer/client collaboration and feedback throughout the software development process and thereby deliver products more closely attuned to customer needs. They are characterized by an iterative approach with frequent “builds” which take changing requirements into account from the start and potentially enables higher quality. Forrester Research, based on surveys of U.S. developers in large and small organizations, reports that some 45% of U.S. software developers in 2010 could be classified as using agile development methods, broadly defined. The most frequently used aspects of agile were: short iterations, constant feedback, daily scrum meeting (stand up meetings which the team uses to share progress and make decisions), product owner, and continuous integration and build. Kenji Hiranabe, a leader of the agile movement in Japan, estimates that the acceptance rate is less than 20% among Japanese developers. Particular concerns include a fear that time to market will increase and that quality will deteriorate. Promoters like the government agency, IPA, find it useful to use the euphemism “non-waterfall methods of software development” in order not to scare off possible adopters. Neither of these lags bode well for Japan taking a leadership role in a dynamic area where electronics/software/services are drivers of competitive success.

Japanese firms in IT and software services have almost no presence in global markets. Even where Japanese IT firms have strong sales globally, their profit margins, already low compared to competitors, have fallen even lower in recent years, many now in the 3-4% range. That means that less funds are available to them for future capital investment than is available to many of their foreign competitors with higher margins. To locate the internal sources of these problems, I turn to an examination of software innovation. There are both exogenous and endogenous sources of Japan’s growing competitive problems in IT software. The focus in this article is on those endogenous sources arising from an assessment of Japan’s software innovation capabilities.
U.S and Japanese IT Firms’ Software Innovation

One can grasp the status of Japanese IT firms by examining the recent results from Arora, Branstetter and Drev’s recent study of US and Japanese IT patents granted by the U.S. Patent Office (USPTO) from 1983-2004. The authors examined U.S. and Japanese embedded, application, system and enterprise application software patents in the high tech sector. They found first that IT Innovation has become increasingly software intensive. Researchers first looked at hardware patents in the high tech sector from 1990-2003. They found that these hardware patents increasingly cite software patents. This is true in patents emanating from all countries including Japan. How big a change has there been? For the total dataset, an IT patent granted in 2003 was almost 3.2 times more likely to cite a software patent than one granted in 1990. This represents a remarkable shift over just 13 years suggesting the rapidly growing importance of software.

Even though this trend is apparent in both Japanese and U.S. patents, the researchers found that Japanese IT hardware patents were systematically less likely to cite software patents over time than non-Japanese firms. Consistent with this finding, they found that Japanese firms file fewer software patents than their U.S. counterparts and that the difference has grown steadily since the late 1980s and especially after the mid-90s. Their findings indicate first that IT inventions have become much more software intensive over time. Second, U.S. firms have incorporated more software inventions into their products and services than have their Japanese counterparts. Even more telling, they find that U.S. firms have improved their innovation performance vis a vis Japanese firms in just those IT segments which are most software intensive (computers and peripherals). The researchers also find that within IT, Japanese firms are now disproportionately located in less software intensive sectors.

Innovation performance was measured in a number of different ways, including patent productivity per dollar invested in R&D. Using these and other measures, they found that the software innovation performance of Japanese IT firms increasingly lags behind that of its U.S. counterparts, particularly in IT sectors which are more software intensive. They conclude that their findings are consistent with, and provide a new explanation for the “precipitous global decline” of Japan’s IT industry in the 1990s.

These findings are consistent with the data noted earlier that Japanese manufacturers focus more and more on the components business and are moving away from markets which demand total solutions and therefore, are likely to be more software intensive. This critical parts strategy represents a gamble that Japanese IT firms can dominate the global market for their hardware centric parts, thereby commanding a premium price. Yet, while some will undoubtedly succeed, most will likely end up as commodity suppliers in fierce competition with other Asian producers.
Sources of the Innovation Gap

The research reported above is, in itself, important. Moreover, it leads to a second question which is the primary focus of our analysis. Arora and colleagues discuss two possible sources for Japan’s shortfall in software innovation. First they point to a constrained supply of software knowledge and skills (human capital) in Japan and second to the slowness of Japanese IT firms to recognize the transformational nature of software. They set up a test to differentiate between the two. They reasoned that if Japanese firms are constrained by their software human resources at home, then they will have the incentive to tap into foreign knowledge and expertise by setting up software intensive R&D facilities abroad (e.g., Silicon Valley) to further software innovation. The researchers further reasoned if the Japanese deficit in innovation performance was because the Japanese managers downplay the importance of software, then the research output of their overseas subsidiaries, like that of their domestic operations, ought also to be less software intensive than their American counterparts. Using the same dataset, they find support for their first hypothesis that Japanese firms, constrained domestically by their software human resources, further their software innovation in their U.S. subsidiaries; to wit, the share of software patents of total patents invented and patented in the U.S. by U.S. based Japanese firms is much higher than the share of software patents of total patents invented in Japan and patented in the U.S. by Japanese parent firms.

There are, however, problems with this test. The authors assume homogeneity in the patents Japanese file in the U.S. and Japan by relying on filings with the USPTO to measure both U.S. and Japanese software inventive activities. Yet, it is more expensive to file in foreign jurisdictions, reflecting the costs of translation, retaining offshore legal talent, etc. Moreover, while standards for review, appeal of reviews, and issue of patents have formally been harmonized across high-income economies, differences in all of these persist, further raising the costs and uncertainty of offshore patent prosecution. Finally, software innovations, unlike in the United States, are not by themselves patentable in Japan. The Japan Patent Office states that information processing software is concretely realized by using hardware resources and when the software and hardware resources are working together so as to realize arithmetic operations or manipulations of information. Therefore, software can be patentable only if the information processing by the software is concretely realized working in concert with the hardware. The original specification needs to fully disclose the hardware arrangement of the apparatus to which the software is applied, the specific functions of the hardware, and the
relationship between software and the hardware. These requirements further distinguish Japanese corporate approaches to patenting software in the U.S. from their practices in Japan.

For all of these reasons, those conducting empirical analyses of patent data rarely assume that "home-base" and "offshore" patent applications are homogeneous." In line with this thinking, it would be wise to control narrowly for product characteristics. There appears to be a "home country" bias in that U.S. inventors have a home court advantage so that they file more patents in the USPTO compared to foreign applicants for a given set of inventions. The authors do not consider whether there are alternative explanations for their findings. One might expect, for example, that Japanese firms likely select the IT patents they choose to develop in their U.S. subsidiaries and file, from among those with the most promising export/sales potential to the U.S and other global markets. This, not implausible scenario, may lead to the outcomes they found (Japan’s innovation shortfall), an outcome which may have very little to do with software human resource deficits in Japan.

There are still other problems with the software human resource deficit argument. In building their case, Arora and colleagues documented Japanese software innovation resource constraint deficits vis à vis the U.S. in terms of the differences between Japan and the U.S. in annual inflow of domestic IT graduates and immigrant inflows. They found that by 2001 the annual inflows of graduating IT professionals and H-1B visa entrants (including some hardware engineers) into U.S. firms had grown to almost 3 times those in the comparable categories in Japan. To be specific, the inflow in the U.S. was running about 165,000 a year versus roughly 58,000 in Japan. They also point out that if one took into further account offshoring, the resource gap between the two countries would be even larger. These differences, they believe, go a long ways to explaining Japan’s software innovation deficit vis à vis the U.S.

If one assumes that that human resource constraints are important factors limiting Japanese IT software innovation and that Japanese executives were aware of IT software innovation’s importance for subsequent competitive performance, economic theory would lead us to expect that they would address these resource constraints over time. Indeed, if past Japanese reactions to important factors contributing to deficits in competitive performance were any guide, we would see firms and government agencies like the Ministry of Economy, Trade and Industry (METI) and the Ministry of Education, Culture, Sports, Science and Technology (MEXT) making strong efforts to eliminate these deficits. As we shall see, their efforts have been less than impressive.

Possible avenues to closing the gap would be for firms to raise wages of Japanese software professionals relative to other technical specialties, and rapidly expand offshoring to match U.S. firms’ exploitation of this resource. Another option would be for firms to step up their own
training activities. Such efforts would be especially expected in Japan where large firms have a strong history of developing their own core technologies and doing in-house training.

There has been a rapid increase in offshoring by the Japanese since 2001. Kojima and Kojima estimate their offshoring in 2004-2005 was roughly 1-2 billion dollars or roughly 6% that of the United States. Official government estimates suggest that they doubled the value of their offshore investment from the period 2003-2004 to 2010. This would still leave them well short of U.S. levels of offshoring, even if U.S. offshoring levels had not grown over this period which they surely did. Moreover, whatever success Japanese firms had in increasing their offshoring by 2010, they were still left with the huge gap in home base software human resources.

I used the stock of national software personnel, versus the annual inflows of IT university software and hardware related graduates plus H-1B visa entrants used by Arora et. al, to estimate this gap. Labor stock is arguably a better indicator of software resource capabilities, than labor inflow from domestic university graduates and H-1B visa since in both Japan and the U.S., IT positions are often filled by those without IT degrees. Unfortunately I was unable to find labor stock data for 2001. Examining labor stock totals for 2010, however, putting aside offshoring deficits, the gap in human resource capabilities between the two IT sectors using this different measure remains relatively unchanged. The U.S continues to record roughly 3 times more software professionals than Japan. See Table 3 below.

I found no evidence that software salaries rose sharply relative to other technical occupations or that universities rapidly expanded their capabilities to produce much larger numbers of high quality software engineers. Given the failure of the Japanese to diminish the large gap in domestic software resources relative to the U.S. suggests first that perhaps human resource constraints were not in themselves critical to the Japanese IT sectors’ deficit in software innovation.

Second, these findings are consistent with the alternate hypothesis rejected by Arora and colleagues. To wit, that Japanese executives and government officials have demonstrated over a long period a lack of full understanding of the growing importance of software for their firm’s future competitive performance. The findings are also consistent with the view that as understandings of the importance of software did gradually develop, as it certainly has in recent years among the major Japanese IT companies, they found themselves in a bind. They don’t know how to proceed without jeopardizing their existing hardware businesses. Many of these hardware businesses now manufacture in offshore locations, especially China. They generate low but consistent profits. They are built on manufacturing strengths associated with high quality precision manufacturing. What these products require from their embedded software is high quality (as measured in minimal if not zero defects) and customized software.
High quality is needed so as not to jeopardize the hard won high quality reputation of their manufactured products. Customized software is required to effectively and efficiently transfer the flow of design information from and to customers (the essence of their monozukuri). From this perspective, software is simply an assistant and aid to selling superior hardware. High quality customized software married to high quality precision manufacturing is seen as essential to maintaining current markets and revenue streams, however meager they often may be. 29

Japanese manufacturing firms are having trouble reconciling these traditional objectives of high quality, customized software and short time to market as new software products start to invade their traditional hardware/embedded software products as occurred recently with car navigation systems. In this case, Android smart phones are being integrated into existing navigation systems based on hardware and embedded software. At the same time, the Japanese firms lack confidence that they will be able to replace these old advantages with new value creation activities arising from innovative software solutions. Rigid quality assurance practices are not conducive to software innovation. Thus, they have often chosen not to heavily invest in these solutions. It is in this context that many manufacturing firms don’t see themselves as experiencing significant software human resource constraints. These themes will be explored further below.

One can pursue the human capital constraints explanation from another angle by examining the software labor stock relative to the total labor stock available to both U.S. and Japanese firms. As discussed earlier, the U.S. has approximately three times the stock of home base software engineers than does Japan. One can adjust these numbers to take into account labor force size. By doing so, we see that in 2010, the number of software engineers per 100,000 labor force members in Japan was roughly 1,500 versus the U.S. with 2,100. These adjustments reflect that Japan’s total labor force is only 43% that of the U.S. and its GDP is only 37.5% that of the U.S. 30 Thus, adjusting for size of GDP and total labor stock, makes Japan look far less of an outlier relative to the U.S. with respect to its software human resources than suggested by Arora and colleagues. Nevertheless, large differences remain.

Still a numbers gap, while smaller, does persist. Arora and colleagues’ analysis rests on the assumption that more software talent yields more innovation. Yet, more software engineers do not, in themselves, equal more productivity or innovation whether in a firm or an industry sector. 31 Large aggregations of software engineers whether in a firm, region or nation cannot be expected in itself to yield greater innovation. Innovation in the highest patent yielding regions in the U.S. (San Jose, San Francisco, New York and Los Angeles) benefit from powerful supporting ecosystems, from high quality engineers and from the embeddedness of these engineers in specific kinds of organizations whose objective is to create and market these
innovations in horizontal markets. Put differently, Japan’s innovation deficit vis a vis the U.S. may arise less from smaller numbers of engineers but from different organizational and managerial capabilities and especially from different strategic choices. It matters for software innovation whether most software engineers are in firms making one product for one customer or in firms aiming to sell millions of their product to many customers.

University IT Education:

Given the criticality of human capital to software development, we can partially evaluate a nation’s recognition of the importance of software in terms of its timing and quality of investment in software education.\textsuperscript{32} Steinmuller argues that the U.S. software industry’s advantage over Japan lay in its first mover advantage, one that was enabled by government R&D policy and the early development of computer science (CS) education at the university level.\textsuperscript{33} The latter advantage over Japan and many other nations, as measured in terms of the quality of U.S. CS education and research, persists to this day.

An examination of the formal education of software engineers in Japan and the U.S. reveals somewhat similar distributions when comparing high school, junior college, and university graduates. For example, 53% of Japanese software engineers (2007) are reported to be University graduates versus 48% in the U.S. (2008).\textsuperscript{34} The problem with these data is that they don’t reveal what percentage of these graduates actually had any kind of formal IT education. It is a widely-held view among leading Japanese software specialists that well over half of software engineers have had no formal education in the field but acquired their skills through company training. This is particularly likely to be the case in the lower tiered IT service firms providing customized software.\textsuperscript{35} Unfortunately, I have been unable to find comprehensive data documenting these common views. The number employed in software jobs in the U.S with no formal education in software, has also been large in the past.

Over time, however, those with formal software education have increased. As we shall see below, those with undergraduate CS degrees have increased rapidly in recent years in the U.S. but much less so in Japan and they have been in higher demand from industry than has been the case in Japan. Analysis of NSF data show that as of 2003, 85% of computer software engineers had at least one Science and Engineering degree, defined broadly as those with degrees in computer/math sciences, biological, environmental, and life sciences, physical sciences and social science and engineering. Of these, 41% had at least one degree in computer/information sciences and those whose highest degree was in computer/information sciences constituted 38%.\textsuperscript{36}

It is especially revealing that some 20% of software engineers in the U.S. have a graduate school degree compared to 10% in Japan.\textsuperscript{37} The gap in PhDs is even larger than suggested by
this 10% difference. Until recently, the majority of Japanese PhDs in engineering were earned by industrial researchers in Japanese companies (ronbun hakase). These degrees are awarded by the employees' former university, typically after many years of R&D research. No coursework is necessary, only submission of a dissertation with some articles published in well-regarded journals. These PhD degree holders are very unlikely to be on the forefront of software innovation. These type PhDs are in sharp decline.

Putting aside the ronbun hakase PhDs, most CS (and most Japanese engineering PhDs for that matter) are earned by those aiming for an academic career. By contrast, most CS PhDs from U.S. universities are hired by industry or government. A great deal of new value in the private sector has been created in the U.S. by PhD and Masters of Science students and engineers. Some 22,000 PhDs have been granted in CS and Information Technology in the United States between 1978 and 2008. Phd students at the best U.S. universities experience rigorous coursework and practicums and not a few go on to envision and then create and sustain a whole new world, e.g. UNIX, relational databases. Startups founded by those with PhDs include Adobe, Qualcomm, Google, Sun, Cadence, Synopsys, VMware, and Symantec etc. Still other PhDs like Edgar Codd, with a PhD in CS from the University of Michigan, worked at IBM but nevertheless inspired startup firms like Oracle to develop commercial products building on his path breaking research on relational databases. This is where the Americans have excelled.

One is hard put to compile a comparable list of path breaking equivalents in Japan. It is not uncommon at major U.S. IT companies to see Chief Technology Officers (CTOs) with PhDs. Moreover, a comparable list of companies founded by CS graduates with Masters of Science degrees could easily be compiled. To be sure, the Japanese system is changing: by the period 2007-2009, the dissertation only degrees declined to some 27% of all information science and software dissertations but the pace of change is slow and the benefits of the new distribution yet to be revealed. Behind the limited numbers of Japanese PhDs in software related private sector jobs is the long term lack of demand by Japanese industry for engineering PhDs and the paucity of software startups.

There is further evidence of Japan’s lagging status from the 2012 Academic Rankings of World Universities conducted at Shanghai Jiao Tong University. In 2012, some 430 universities reported their data on students, academic staff and resources. The participating universities cover 61% of the Top 100 universities and 50% of other Top 500 universities on the Academic Ranking of World Universities 2012. The data were augmented by data for 1,200 universities including alumni and staff winning awards and medals, highly cited researchers, and papers in leading journals. The rankings for CS show that U.S. universities captured 20 of the top 24 rankings including the top 9. The only Japanese university in the top 200 universities in CS was
the University of Tokyo which ranked between 150-200. The foregoing rankings are hardly definitive. In part, they capture globalization of programs which is not equivalent to excellence per se. Weak English language capabilities and limited numbers of foreign students studying in Japan hold down the Japanese rankings. Nevertheless, the rankings do suggest that Japan is far from the forefront of CS and information technology education.

More telling has been the long slow process of incorporating software into the technical curricula of Japanese universities. It was well recognized by CS professors in Japan in the 1990s that CS faculties in Japanese universities were weak. They relied heavily on U.S. created standards of IEEE-CS (Institute of Electrical and Electronics Engineers-CS) and ACM (Association of Computing Machinery), but with long delays.

The 1997 (J 97) standards published by the Information Processing Society of Japan (IPSJ) were greatly influenced by the U.S. “Computing Curricula 1991” of IEEE-CS and ACM. Though these curricula were already outdated by the time they are were adopted in the U.S., not to speak of when they were adopted in Japan in 1997, they nevertheless lifted the modest profile of software in Japanese IT curricula.

Still later, a completely revised set of standards was completed in 2007 (J07); they were heavily influenced by the CC2001 of IEEE-CS and ACM. The timing of both Japan revisions reveals a significant lag from the initial American revisions. To be sure, the J07 standards, when published, incorporated CC2005, but the fact stands that the Japanese educational establishment has been a slow follower when adopting software curricula. Given the rapidly changing hardware and software technology during these periods, this lag suggests a lack of appreciation by the Japanese educational establishment of the speed at which the technology was changing and the importance of quickly accommodating to these changes. Along similar lines, the IPSJ’s accreditation committee criticized Japanese CS and other related curricula for giving priority to desk study while the American university curricula emphasized software design (exposing students to experiments and practicums).

Critical to the incorporation and communication to students of up-to-date curricula is faculty with up-to-date knowledge. Here, Japanese universities were at a disadvantage. Much new IT knowledge was being developed in the U.S., especially with the advent of the PC era in the early 1980s. At the same time, Japanese firms which had achieved significant competitive success through modeling IBM’s mainframe architecture, remained committed to building new generations of still larger mainframe computers. This misplaced focus of the incumbents put them still further behind the U.S. in developing, integrating and deploying new software knowledge.
The expansion of IT departments in Japanese universities in the 1980s was associated with a shortage of CS-trained faculty. To fill positions, many universities hired “retired” IT executives from major companies, like NEC, Fujitsu, Hitachi, and Toshiba. It was and still is common for the Ministry of Education to push new departments in applied fields like technology and business to hire a portion of their faculty from among those with practical experience. These new academics helped fill out the faculty staffing in IT departments in the 1980s and 1990s. While they had practical experience in IT business issues and some technical matters, most of their corporate training and experience was in mainframe hardware and software. In the U.S. these were quickly being displaced by PCs, workstations, newer programming languages, networked systems, the Internet, and the like. Most of the Japanese faculty with these corporate backgrounds, were not competent to teach university students, much less the state of the art or the state of best practice. Moreover, most of those with corporate backgrounds were not capable of making major research contribution. This was at a time in which mostly American research scientists were transforming the field of CS. All this contributed further to the Japanese falling further behind the US and Europe in software during these formative years.46

The Education Ministry (MEXT) nominally plays a strong role in the development of university curricula for both private and public universities. Typically, they approve the plans for the curriculum of a new department and then monitor performance for some four years until the new students’ cohort graduate. In practice, the Ministry has relatively little content knowledge (despite having faculty committee advising the Ministry on proposals for new schools and departments and monitoring new schools and departments). It left devising content to university departments’ discretion. The Ministry’s monitoring role consists of insuring that the new department executes the curriculum plan according to what they promised they would do in their original proposal. In short, they perform typical bureaucratic scrutiny which insures consistency but limits flexibility and adaptation. Accordingly, while they were involved in the development of the 1997 standards, they were absent from the development of the new 2007 software curricula.

Professor Nobumasa Takahashi, a key player in the activities of the Information Processing Society of Japan, analyzed the national universities which typically set the direction on new technical curricul. He observed that the Japanese postwar university departmental structures were shaped by continual expansion in the fields of civil engineering, machinery, electrical engineering (EE) and chemistry. In many cases, new departments were formed from the Ministry of Education’s (MEXT’s predecessor) budgetary appropriations demanded by these existing departments. “As a result, the new departments were created with the strong coloration of colonies of the old departments.”47 In 1998 at a university/industry meeting, industry people complained that the old disciplines were still casting a long shadow over the
new disciplines of CS, software engineering and information systems. The clear implication here is that entrepreneurial initiatives by the new software oriented departments were constrained by the old established engineering departments.

Other constraints on the new departments of informatics (roughly equivalent to what Americans call information science) and CS arose from an unanticipated interaction of two developments. First, in 1991, a de facto Ministry of Education deregulation of universities took place which no longer required science and engineering schools as well as other schools to offer liberal arts for the first two years of undergraduate education. As a result, many technical and science universities substituted engineering and science courses in their stead. As a consequence, a large number of redundant faculty were created at these institutions. Since they could not be fired, they needed to be relocated from their original departments. Second, at roughly, the same time, the Ministry, concerned about declining national birth rates, imposed limits on the expansion of university departments and faculties. They made a few exceptions, however, for growing fields of national importance, one of which was for information technology. The universities took advantage of this exception to “offload” some of their redundant faculty to these growing fields. Many of the transferred faculty continued to teach their existing specialties despite now being in CS departments.

The net result is that Prof. Masato Takeichi found that the total faculty (2,615) of the Japanese information science departments in Schools of Science and Engineering in 1998 were constituted roughly as follow: 30% were core CS faculty whose academic specialties were in CS and mathematical informatics. Viewing information science more broadly to include system informatics, electrical informatics and intelligent informatics added another 45%. A remarkable 25%, however, had educational specializations with little or nothing to do with CS. The Ministry did nothing to combat this blatant misuse in the filling of the new faculty slots. Ideally, the new dynamic fields of informatics and CS were expected to make strong contributions to software education and to the economy as a whole. Instead, the Ministry actions and then inactions, at a formative stage in development of these new fields, led to the new departments being hamstrung and weighed down by excess and irrelevant faculty baggage contributed by redundant faculty from other fields and corporate retirees limited by obsolete mainframe software expertise. In turn, this meant that students had far less access to up-to-date knowledge in these rapidly evolving core fields. More subtly, it made it more difficult for CS to be recognized as a distinctive discipline.

The latter problem continues to this day. Prof. Fumihiko Kimura, a member of the Science Council of Japan, at a public forum held at the University of Tokyo in March 2013, stated that CS (called johoukagaku in Engineering Schools) is still not recognized by most interested parties in Japan as a clearly defined discipline. One measure of a new field’s coalescence into a
recognized discipline is the willingness of those in established disciplines to contribute to the emerging discipline. This both reflects existing assessments of the emerging discipline and bestows further legitimacy on the new field. In the case of the U.S., both theoretical and applied mathematicians played a key role in building the new CS discipline. Mathematical logic, the theorems of Turing and Godel, Boolean algebra for circuit design, and algorithms for solving equations and other classes of problems in mathematics played strong roles in the early development of the CS as a discipline.\textsuperscript{52} Prof. Masato Takeichi, Dean of the Graduate School of Information Science and Technology at the University of Tokyo from 2004-2007, reports that mathematicians have not been as drawn to the new IT fields in Japan as was the case in the U.S. He attributes this to CS not being seen a distinct discipline in Japan.\textsuperscript{53} Contributing to this weakness, Japanese CS researchers tend to focus on applied rather than basic research.

Indicative of the early recognition of CS in the U.S. was the formation of CS departments and sometimes equal partnership in joint EE&CS departments as at MIT and UC Berkeley. Stanford and UC Berkeley established their respective current CS departments and partnerships with EE in 1965. MIT recognized the growing CS activity within its EE Department and in 1975 changed its name to EECS. However, the Laboratory for CS (LCS) was founded in 1963. Originally known as Project MAC (Multiple Access Computing and Machine-Aided Cognition), its mission was to develop a computer system accessible to a large number of people, and to exploit the computer as an aid to research and education. LCS members and alumni have since been important contributors to the development of the ARPANET, the Internet, Ethernet, the World Wide Web, time-shared computers, RSA encryption and dozens of other technologies.

The contrast with Japan is striking. At the University of Tokyo, The Information Engineering Department was established in the Graduate School of Engineering was established in 1972 but the Department of Information and Communication Engineering for undergraduates was not established until 1991.\textsuperscript{54} The Department of Information Science in the Faculty of Science (most comparable to CS departments in the U.S.) started in 1975 as an augmented successor to the Information Science Laboratory, and has since offered undergraduate and graduate degree programs.

CS still has relatively low status in the hierarchy of engineering related fields in Japan and their graduating students are not in high demand in industry. The most common explanation given for the reluctance of Japanese firms to hire CS graduates is that they do not have sufficient domain knowledge.\textsuperscript{55} Given the history of Japanese manufacturing firms in providing domain specific training, it seems an odd explanation. Still another problem reported by knowledgeable software specialists is that the quality and quantity of Japanese high school students choosing to study software fields at the university level is declining. Students appear less interested in IT than in the past and the reason appears to arise from the structure of the
industry with its heavy domestic outsourcing of customized software development and limited opportunities for employees to develop and capitalize on specialized skills.\textsuperscript{56}

This description greatly contrasts with trends in the U.S. CS enrollments hit their peak in the year 2000 and then suffered a sharp decline after the dot.com collapse in 2001-2002, with the decline continuing through 2007. Most recently however, CS has exploded in popularity.\textsuperscript{57} This growth is driven by perceived entrepreneurial opportunities and also by growth in overall corporate demand for the services of graduates of such programs.

The acceleration of enrollment growth in CS can be seen at Stanford University, one of the U.S.’s premier engineering schools. Those undergraduates graduating in EE (EE) total 50 a year and the number has been stable for some time but the number of those graduating with CS degrees has been on a sharp upward trajectory in recent years. In 2012, some 250 students graduated with CS majors, five times more than EE majors. Even more telling, CS is now the largest undergraduate major at Stanford across the whole university.\textsuperscript{58} The same trend is evident at UC Berkeley. CS in the College of Letters and Science is the second fastest-growing large major. Its numbers more than doubled, from 138 to 357 (159 percent) from 2010 to 2013.\textsuperscript{59} Moreover, its combined EE and CS Department in the Engineering College projects that its undergraduate upper division courses will have a ratio of roughly 3:1 in favor of CS for 2013-2014.\textsuperscript{60} This acceleration of growth is in line with national data showing undergraduate enrollment in CS recovering from a low point in 2007 and then growing sharply for five years in a row from 2008 through 2012.\textsuperscript{61}

At the leading U.S. engineering schools, those departments like CS, which experience sharp growth, drawing on a highly qualified applicant pool, have the discretion and strong incentives to grow their department. Faculty can be motivated to “put their brand on” a new generation of smart young people and they also use growth to claim greater departmental resources. The incentives for faculty growth are on display at MIT. In their combined EE (EE) and CS (CS) department in early 2012, the percentage split between EE and CS faculty was 54% to 46% in favor of EE. In Spring 2013, the combined faculty of this department voted to hire faculty at a ratio of 2:1 CS:EE for the next 3-4 years to address the shift toward CS in undergraduate enrollments while balancing this shift with the still greater number of graduate EE than CS students.\textsuperscript{62} Central administrators typically are pleased with such growth and as seen in the MIT case, even in combined departments such as at MIT and Berkeley, there is seldom any successful effort by non-CS faculty to hinder adjustments to CS’s growing student numbers. The historically decentralized education system in the United States means that the Department of Education, unlike its Japan counterpart, has been and is a non-actor on such matters. As expressed by David Hodges, former Dean of Engineering at UC Berkeley, “deference tends to be given to those faculty and departments which show leadership.”\textsuperscript{63} This captures the
entrepreneurial spirit which underlies such rapid adaptation to new growth opportunities. This is not to say that such a decision making model doesn’t have its downsides. In situations of declining job opportunities for graduates, departments and schools can be quite reluctant to cut back on admissions. The glut of recent law school graduates in the U.S is a case in point.

The contrast with Japanese universities is stark. We may use the University of Tokyo, Japan’s leading university in CS and IT programs, as cases in point. In the engineering faculty, each undergraduate major, like information and communication engineering (not entirely equivalent to CS at an American university), has a prescribed student quota. Until the University deregulation of 2006, these quotas were rigidly prescribed by the education ministry, MEXT. Since the 2006 deregulation, enrollment limits became the formal responsibility of faculty. The faculty in question, however, is not that of specific engineering departments but rather the entire engineering faculty. Thus when discussion of allocation occurs, each department tries to protect its turf and not suffer losses at the expense of other departments. This makes it difficult to reach a consensus on changing the distribution of allotted student quotas. The quota for the departments within the Faculty of Engineering at the University of Tokyo has been changed only once since the enrollment limits became the responsibility of the faculty in 2006. In 2008, they changed in conjunction with a restructuring and consolidation of the various departments. Because of the restructuring, it is hard to say how the enrollment of information and communication technology students has fared. It is the case that the national universities, having been so long dependent on MEXT, find it hard to exert their independent will. They will often ask MEXT officials for advice before making changes. Solving the problem by expanding the pie through increasing overall enrollments is a hard case to make in view of Japan’s declining college population and inertial forces. In the case of the University of Tokyo, the admission quota as of May 2012 for electrical and electronics engineers (a combined total for juniors and seniors) was 150 while it was only 80 for information and communications technology. This disparity persisted even after the adjustments of 2008 noted above.

In other words, the allocation of student quotas between EE and information and communications technology appears more suitable for two decades ago when IT and software, in particular, were not such global competitive forces. Instead, the current distribution supports traditional manufacturing (monozukuri) education in which software is subordinated to hardware. We also can see this distribution as again showing how the established disciplines continue to influence the field of information technology. To be sure, the EE education which Japanese students receive today, as is the case in the U.S., incorporates far more CS into their coursework than was the case in the past. Anecdotal evidence from UC Berkeley and the University of Tokyo, however, reveals a much stronger dose of required software courses in the UC Berkeley undergraduate EE curriculum than is the case with the University of Tokyo.
Most importantly, Japanese universities find themselves in a bind in that even if farsighted faculty believe in the need to rapidly shift toward CS and were able to overcome resistance from other departments, industry shows no great enthusiasm for hiring large numbers of their graduates at this time. Lastly, one must be careful in making too sweeping generalizations here since CS related programs and curricula appears in multiple schools and departments in many Japanese universities including the University of Tokyo. This is also the case in the U.S. Further research on this matter is needed.

In summary, there is ample evidence that the Japanese educational establishment was slow to incorporate strong software education into the curricula and that it still lags. They also failed to insure an up-to-date curricula was developed and executed by a large and capable faculty. Furthermore, growing the undergraduate CS student and related enrollments faces multiple challenges from declining student interest, and modest industry interest, to non-CS faculty resistance. Arguably, this situation contributed to human resource constraints as regards to developing software engineers with up-to-date knowledge who could make strong IT contributions to private and public sector firms. Yet, these human resource constraints, to the extent that they exist, can be better seen as a proximate cause of Japan’s lagging software innovation. Our analysis suggests they operated more as an intervening variable. Some of the deeper causes can be found in the structure of the software industry—to be addressed below.

Of critical importance was the Japanese educational establishment’s failure to recognize and act on the importance of software. This, in turn, led to a failure to prioritize software education, and faculty software competence and to address weak student interest. Relevant also is the failure of leadership in the private sector to push for stronger IT education and to hire and train talented IT students.

**METI Support for IT**

We can also assess the slow recognition of software’s importance through the actions of METI and its predecessor MITI. When MITI had large resources to co-invest in big projects in the 1980s like the Fifth Generation Computer Project and the Sigma Project, the big IT companies collaborated with them. Since then, however, METI has had no big resources to invest in IT projects. As a result, the big IT firms don’t pay a great deal of attention to their activities and there is a widespread view among IT people that METI officials are poorly informed as to the real issues which need to be addressed. At the same time, it is widely acknowledged that the Japanese government and MITI and METI in particular relied heavily on the advice of Fujitsu, NEC and Hitachi (known among software people as FNH) in forming government IT policy over the last 30 years. They formed a kind of informal club where IT matters were discussed. It is highly probable under such circumstances that government policy was more oriented toward preserving the dominance of Japanese incumbents than to fully adapting to the new world of IT.
It is also notable that an outsider, IBM Japan, was not invited to join METI’s Information Economy Committee until 2004.\textsuperscript{66}

Yasunari Baba, Shinji Takai and Yuji Mizuta writing in the mid-1990s concluded that fundamental change was needed in current policies. They argued that this would require that MITI and other government organizations abandon their current premise that hardware production is more important than software production. They further point out that most Japanese government policies in the computer industry prioritize expansion of hardware production and sales while doing little to establish software as an independent sector.\textsuperscript{67} METI did pursue an initiative in the 90’s to support software startups but it was widely seen as a failure. As late as 2004, software related items accounted for only 5% of METI’s and the Ministry of Internal Affairs and Communications’ (MIC) combined 150 billion yen IT budget. By contrast, hardware related R&D (especially device related) took up 75% of their budgets.\textsuperscript{68} To be sure, hardware projects require a great deal more capital than software projects; nevertheless the one-sided emphasis on hardware is hard to ignore.

There is robust evidence, in short, that Japanese government agencies woefully underestimated the importance of software throughout the 1990s and beyond for the emerging competitive environment. Eguchi Junichi, Director of Information Services Industry Division at METI acknowledged as much in an March 2013 interview.\textsuperscript{69} Even as METI came to recognize the growing importance of software from the early 2000’s to the present, it was, and is, often seen in the context of (embedded) software as an attachment or assistant to Japan’s great physical (monozukuri) products rather than embedded and application software as potential drivers of competitive success.\textsuperscript{70} METI’s primary instrument for implementing its policy goals in IT is its subsidiary, the Information-Technology Promotion Agency (IPA). Its 2013 plan for IPA’s Software Engineering Center (SEC) focuses on collecting defect data from industry and establishing a mechanism for suppliers to be accountable for their products. Again, we see a play to Japan’s strengths rather than working on addressing the bigger issues confronting Japanese IT. The rise of “Big Data” has received a great deal of attention in Japan and METI published a 2008 report on “How to Use Big Data.” One would think that the era of big data would finally be the vehicle for convincing government, educational and corporate leaders that software has a vital role to play in promoting competitiveness. But thus far, its greatest use among Japanese manufacturing firms appears to have been using masses of internal data to optimize operational performance. As such, it reinforces their hardware mentality. As yet, there are far fewer success stories of manufacturing firms collecting and analyzing customer “Big Data” to bring about competitive breakthroughs.
An Institutional and Structural Perspective

The foregoing analysis suggests there are deeper structural causes of Japan’s software innovation shortfall both in the period investigated by Arora and colleagues as well as subsequently. As one Japan software veteran reported to me,

We did have labor shortage around the 2000 year period. The problem currently, is not an overall labor shortage but rather: Not enough Japanese products are focused on software, and not enough Japanese software professionals are focused on product. Both of these lead to a lack of demand for excellent software architects/designers. Taken together, this situation results in not enough innovation.

In other words, there continues to be some human resource constraints relating to specific skills. The Japanese IT sector’s lag in software innovation, however, may arise less from human resource constraints per se than it does from a weak corporate demand and incentives for creating innovative software products. If firms aren’t pushing to create such products, then they don’t believe they have a need to hire, train, and use high talent software personnel.

One piece of evidence in support of this hypothesis can be gleaned from comparative data on IT investment. As shown in Table 1. These data show the percentage of IT investment to annual revenue in private sector firms. They reveal that the annualized percentage for Japanese industry overall in 2007 was 1.03. The comparable percentages in 2008 for the U.S. was 4.3, for the EU 3.0 and for the Asia/Pacific region (excluding Japan) 2.9. If U.S. firms are spending more than 4 times of their annual revenue on IT than the Japanese, and they have a strong ecosystem supporting such innovation, it would likely be the case that they would be generating more software innovation than their Japanese counterparts. Unfortunately, there is no data broken out for the IT sector but for manufacturing assembly industries U.S. firms are spending 6 times more than their Japanese counterparts and for manufacturing process industries 5 times more. Only in banking, insurance and the securities sector in the 2007-8 period were Japanese firms investing a higher percentage of their annual revenue on IT than the Americans. Notable also is that Japanese industries overall fall well behind the EU countries and the rest of the Asia/Pacific region on this measure. These data are not drawn from a representative sample so they should be taken as only a rough guide.

Nevertheless, Japanese private sector firms appear to be spending less of their annual revenue on IT. Therefore, they require fewer IT human resources and their lower level of IT human resources might be reasonably well matched with these lower levels of IT investment. Therefore, contrary to Arora et.al., they are likely to suffer only modest IT human resources constraints.
Table 1.
Percentage IT Investment of Annual Revenue by Industry Sector
and by Country and Region: 2007-2008*

<table>
<thead>
<tr>
<th>Country &amp; Region</th>
<th>Japan</th>
<th>U.S.</th>
<th>EU</th>
<th>Asia Pacific</th>
</tr>
</thead>
<tbody>
<tr>
<td>Percentage IT Invest. of Annual Revenue:</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>All Industry Sectors</td>
<td>1.03</td>
<td>4.31</td>
<td>3.04</td>
<td>2.92</td>
</tr>
<tr>
<td>(N)</td>
<td>556</td>
<td>284</td>
<td>405</td>
<td>463</td>
</tr>
<tr>
<td><strong>Industry Sector</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Mfg. (Process)</td>
<td>0.69</td>
<td>3.55</td>
<td>2.10</td>
<td>3.09</td>
</tr>
<tr>
<td>(N)</td>
<td>144</td>
<td>7</td>
<td>35</td>
<td>30</td>
</tr>
<tr>
<td>Mfg. (Assembly)</td>
<td>0.75</td>
<td>4.60</td>
<td>2.68</td>
<td>1.77</td>
</tr>
<tr>
<td>(N)</td>
<td>91</td>
<td>33</td>
<td>33</td>
<td>29</td>
</tr>
<tr>
<td>Retail/Hotels/Real Estate/Wholesale</td>
<td>0.52</td>
<td>2.73</td>
<td>2.76</td>
<td>1.54</td>
</tr>
<tr>
<td>(N)</td>
<td>133</td>
<td>26</td>
<td>47</td>
<td>53</td>
</tr>
<tr>
<td>Banks/Insurance/Securities</td>
<td>5.89</td>
<td>5.08</td>
<td>3.79</td>
<td>2.15</td>
</tr>
<tr>
<td>(N)</td>
<td>29</td>
<td>42</td>
<td>42</td>
<td>43</td>
</tr>
<tr>
<td>Info and Comm. Services</td>
<td>2.92</td>
<td>4.54</td>
<td>3.10</td>
<td>4.62</td>
</tr>
<tr>
<td>(N)</td>
<td>11</td>
<td>45</td>
<td>49</td>
<td>59</td>
</tr>
<tr>
<td>Services</td>
<td>1.05</td>
<td>3.33</td>
<td>3.36</td>
<td>3.12</td>
</tr>
<tr>
<td>(N)</td>
<td>87</td>
<td>48</td>
<td>78</td>
<td>92</td>
</tr>
<tr>
<td>Agric./Mining/Construction</td>
<td>0.65</td>
<td>1.26</td>
<td>2.08</td>
<td>2.16</td>
</tr>
<tr>
<td>(N)</td>
<td>52</td>
<td>8</td>
<td>19</td>
<td>38</td>
</tr>
<tr>
<td>Other Non-mfg.</td>
<td>0.15</td>
<td>6.25</td>
<td>1.82</td>
<td>1.42</td>
</tr>
<tr>
<td>(N)</td>
<td>3</td>
<td>9</td>
<td>30</td>
<td>24</td>
</tr>
<tr>
<td>Non-profit/Edu./Medical Care</td>
<td>0.95</td>
<td>5.13</td>
<td>4.12</td>
<td>3.88</td>
</tr>
<tr>
<td>(N)</td>
<td>6</td>
<td>61</td>
<td>63</td>
<td>88</td>
</tr>
</tbody>
</table>

Source: Gartner, Japan; Approval no. GI 13141

We can dig deeper into IT investment differences by examining the composition of IT investment. Table 2 compares the distribution of software investment in the U.S. and Japan by type of investment. The Japanese figures from the year 2000 show a heavy reliance on outsourcing (70%) but it is outsourcing primarily to the firms’ domestic network of IT subsidiaries and their tiered set of supplier firms, sequentially involved in the software development process. The Japanese refer to this as “multiple step ordering” (tadankai hacchuu). Thus, Arora and colleagues are correct that Japanese product firms do far less foreign outsourcing to meet their software development needs than do U.S. firms. Yet, as just noted, large Japanese firms, with their thin employment of software professionals, do an enormous amount of outsourcing to a deep well of domestic subsidiaries, vendors and subcontractors.

As also shown in Table 2, in-house development for a firm’s own use is just a modest 20%. Together these two customized development types account for some 90% of all Japanese software investment with packaged software left with just 10%. Nobuyuki Yajima, a long term software analyst, writing in 2012, believes that the Japanese data have not changed all that much since the year 2000, with the exception that there has been a rise in the use of packaged software. He estimates it is closer to 15% in recent years.

<table>
<thead>
<tr>
<th></th>
<th>Packaged</th>
<th>Outsourced (customized)</th>
<th>In-House for own use (customized)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Japan*</td>
<td>10</td>
<td>70</td>
<td>20</td>
</tr>
<tr>
<td>United States**</td>
<td>29</td>
<td>34</td>
<td>37</td>
</tr>
</tbody>
</table>


The U.S. figures for 2010 reveal a strong contrast with the Japanese distribution. They show a relatively even balance between investments in packaged software, outsourcing and
investment in in-house software intended for the firm’s own use. Notable also is that in-house investment for own use software development accounts for almost twice as much of U.S. private sector investment compared to Japan (37% versus 20%). Important also is the gap in the importance of software investment in packaged software (29% in the U.S. versus just 10-15% in Japan). An examination of U.S. software investment in the early 2000s show the distribution among packaged, outsourced and in-house investment is virtually the same as that shown in the 2010 figures. These differences between the two economies reported here are non-trivial.

Given these differences in composition of software investment, we would expect that the distribution of software engineers would be strikingly different in the two economies as well. More specifically, we would expect that U.S. private sector firms would be more heavily staffed with software development personnel, many of whom are likely engaged in developing innovative software to enhance the strategic interests of the firm.

Table 3 shows the respective distributions. Some 75% of Japanese IT engineers are located at software vendor firms (e.g., large independent IT firms like Fujitsu and NTT DATA), system integrators–some of which are subsidiaries of large corporations, and tiered subcontract firms. As we shall show in later discussion, at most of these firms, the opportunities for creating innovative software products for sale to large numbers of customers is very limited. The priority of software vendors is meeting cost and, delivery and quality specifications. Vendors have few incentives to provide solutions with the latest system architecture and product innovation overall is a low priority. Indeed, it is not uncommon that projects led by top vendors are actually carried out by many layers of subcontractors with little involvement by the prime vendor. 71

Table 3
Employment Location of IT Engineers

<table>
<thead>
<tr>
<th></th>
<th>U.S.</th>
<th>%</th>
<th>Japan</th>
<th>%</th>
</tr>
</thead>
<tbody>
<tr>
<td>No. of IT Engineers at User Firms*</td>
<td>2,362,300</td>
<td>(72)</td>
<td>254,700</td>
<td>(25)</td>
</tr>
<tr>
<td>No. of IT Engineers at Software Vendors**</td>
<td>941,400</td>
<td>(28)</td>
<td>771,400</td>
<td>(75)</td>
</tr>
<tr>
<td>Total IT Engineers Employed</td>
<td>3,303,700</td>
<td>(100)</td>
<td>1,026,100</td>
<td>(100)</td>
</tr>
</tbody>
</table>

*User firms are those firms using internally or selling IT systems which they develop or have had vendors develop for them.

**Software vendors are often called Internet service firms in Japan.


Only 25% of Japanese IT engineers are estimated to be located at user firms. This means that most Japanese corporations are thinly staffed with high level software engineers. They are highly dependent on Internet service provider firms (vendors of various kinds and sizes) for meeting their IT needs. By contrast, Table 3 reports that in the U.S. some 72% of IT engineers are located in user firms and thus suggest that those firms employing these IT personnel are more likely to engage in developing their own software for internal use.

When discussing the large number of U.S. IT engineers employed in user firms developing their own software. It is important to capture differences in software startups. For truly innovative software, large U.S. technology firms still rely on software startups which attract the most creative talent. Large publicly listed firms are typically unwilling to tolerate the massive costs arising from learning failures associated with developing breakthrough software technologies. Instead, it is left to U.S. venture capital to fund these risky new technologies. Software firms get a very large portion of total venture capital investments in the U.S.

In 1989, .04 percent of total venture capital investment in Japan went to software startups; this compared to 11% in the U.S. at the same time.\(^2\) By 2011, total venture capital investment in the U.S. totaled some 29 billion dollars while the sums invested in Japan were roughly 12% of that total. Computer Software startups investment accounted for some 24% of venture capital funded startups in the U.S. and IT investment, more broadly, accounted for 57% of all US venture capital investment. For Japan, software startups accounted for just 9% of venture capital startups.\(^3\) So not only has there been a much lower percentage of venture capital funded investments devoted to developing Japanese software but total venture capital...
investment was far less in Japan as well. Most importantly, this much larger number of software personnel in the U.S. venture capital software startups were employed seeking to create new commercial products. Given the relatively low costs of software startups, one might hypothesize that the percentage of software startups among all startups would be higher than among only venture capital funded startups. Teikoku Data Bank reports on all annual startups which are 100% independent, have operating revenues or employees, and which have entered their database by requesting credit or requesting a credit check on someone. Of the 5,292 firms which qualified from 2005 through 2011, only 7% were software firms.\(^7^4\) In short, the much smaller number of software startup firms in Japan both contributes to the weakness of Japan’s software innovation capabilities and deprives large Japanese technology firms of their potential products.

Moreover, even the existing software startups face a large barrier. Large Japanese IT firms have a history of showing little interest in domestic startups, whether hardware or software. They have been accustomed to look for innovation in their existing network of alliances. Large IT firms tend to see partnering with unproven startups as too risky and often are only willing to purchase from or partner with existing firms with which they have exclusive subcontracting ties. Startups often are not seen as reliable and legitimate partners and their technology therefore suspect. Further, established firms are often not willing to do the due diligence necessary to separate the most promising from the less promising. While this reaction of established firms is not unique to Japan, it appears to be unusually rigid.

We can see the difference from the U.S. in the fact that many successful Japanese startups in the past have had to turn to foreign markets (typically the U.S.) to find their first customers to prove themselves before being taken seriously by large Japanese firms. Four prominent IT examples from Kyoto are Samco, Kyocera, and Nidec and Horiba. The founder of Horiba Ltd. recalls that Japanese potential customers were more interested in the amount of his new firm’s capitalization and its number of employees than they were in its technology.\(^7^5\)

In the U.S., the large technology firms access new software technology often by acquiring the successful startups or learning how to partner with them. In 2009, Intel acquired Wind River for almost 1 billion dollars. It is a global embedded software specialist in software device optimization. Wind River’s list of clients includes Apple, HP, Boeing, Motorola, NASA, Mitsubishi, Siemens, and Samsung. So partnering or M&A is a possible way forward given the continuing difficulty large firms in Japan & U.S. have in recruiting & managing the most creative software talents.

In summary, software startups occur with far less frequency in Japan than in the U.S. The net results is that the U.S. has a vibrant independent software industry compared to the relative weakness of this sector in Japan. Software engineers working in software product firms,
are by definition more likely to be oriented towards software innovation as a product and creating new business opportunities. Those in software service firms, where an overwhelming majority of Japanese IT professionals work, are much more likely to be engaged in installing, customizing, maintaining and upgrading existing enterprise software systems. The CEO of Infosys Technologies, the Indian outsourcing giant, estimated in 2010 that up to 80% of annual IT spending in Japan goes toward maintaining and operating existing systems compared with no more than 60% in the U.S.\textsuperscript{76} Mr. Shintani at IPA, in leading corporate IT projects, reports similar findings from his work with corporate IT planning managers.\textsuperscript{77} The upshot is that there is far less left in the average Japanese IT budget than in the average U.S. corporate IT budget for funding innovative software projects. These observations apply to enterprise and application software budgets of Management Information Systems (MIS) departments; embedded software budgets and specialists are more typically located in product development departments.

One Japanese industry veteran talks about the extreme pressure for high quality from business customers on system integrators, contractors and subcontractors. This leads to a quest for perfectionism as manifested in those lower down in the supply chain devoting meticulous efforts to the cosmetic detail of system screens, minor improvements in usability adding cost and a push for zero bugs instead of business process innovation.\textsuperscript{78} The end result may be higher quality as measured by higher reliability and fewer bugs but it often comes with increased costs. Prior research does suggest that Japanese software developers score high on quality relative to their global competitors.\textsuperscript{79} Yet, in the rapidly changing world of IT, high reliability and few bugs are an advantage only when combined with low costs, speed and strong innovation. But a rigid emphasis on delivering no bugs does not appear compatible with innovation. As Michael Cusumano points out, software innovation requires experimentation and trial and error.\textsuperscript{80} User firms demanding software perfection from their suppliers display strong risk aversion. One can contrast this Japanese approach with Facebook’s slogan, “Done is Better than Perfect” or “the good enough” solutions adopted by many of their foreign competitors. Of course, when the project involves mission critical systems, then the Japanese approach may well be the preferred approach.

Further disconnects take place because large business customers, with their typically thin supply of software engineers, are heavily dependent on their system integrators to tell them what they need, with the system integrators responsible for conceiving, carrying out software projects, and delivering a final business solution.\textsuperscript{81}

The high dependency of large firms on their system integrators, as well as the lack of strategic importance many firms give to IT, can be seen in the low proportion of large Japanese firms with full time Chief Information Officers (CIOs). The Mitsubishi Research Institute’s
software specialists estimate that only 30-40% of large Japanese firms had full time CIOs in 2008.\textsuperscript{82} It would be rare to find US firms with annual revenues over $500 million which did not have a fulltime CIO in 2008. A later survey by the Japan Users Association of Information Systems reports that over 50% of large Japanese firms have someone with the title of CIOs but the amount of time they spend on IT work is little more than 10%.\textsuperscript{83} Just having a CIO work full time on IT, of course, is no guarantee that they are performing strategic roles for the firm.\textsuperscript{84} The absence of the CIO role, however, suggests that large Japanese firms are making far fewer efforts in this regard and that CIO work itself is regarded as non-strategic low level. This situation appears to reflects top management’s long term lack of recognition of IT’s importance. One can reason that if top management understood the importance of IT better, their policies would insure a full time CIO and this position and it would carry considerable weight. Indeed, this appears to be the view of many in the Japanese IT community. With this background in mind, we see that weak software innovation in Japan relative to the U.S. arises less from a weakness in software human resources per se than it does from structural differences, which institutionalize a maldistribution of software engineers.

This maldistribution grows, to a large degree, out of the long standing practice among Japanese firms to heavily customize their software purchases. As shown in Table 2, some 70% of Japanese software development investment is outsourced to other firms, compared to 34% for the U.S. If we include in-house development of software, just over 15% of the value of the Japanese software industry is accounted for by software products while 83% is accounted for my customized development of software.\textsuperscript{85} This is important because of the high costs associated with customization, maintenance and upgrades, much of which is in the form of huge human capital requirements.

**The Mechanics of Customization**

To understand what is driving the structural differences discussed in the previous section, we turn to examining this strong propensity of Japanese firms to heavily customize their software solutions. This leads us to analyze the nature of work and product flow associated with customization and how they are distributed organizationally. This, in turn, will tell us a great deal about their consequences for patentable software innovations and overall competitive activities. What follows is a prototypical example of the organizational structure, practices and rationale of the “Big Five” Japanese electronics manufacturers which have led the enterprise software business in Japan. It is based on our field observations.\textsuperscript{86} The players are: Hitachi, NEC, Fujitsu, Mitsubishi Electric and Toshiba and their system integrator subsidiaries. This example will not resemble exactly any one of the five firms but rather presents a composite picture. This is less a problem than it might otherwise be because major Japanese software firms tend to resemble one another in structure and practices. As in many Japanese
industries, the leading software firms have a full range of matched product offerings. The extensive use of the term “sogo” (general or full line) in Japanese captures these strong tendencies. That is to say, there is relatively modest specialization at the firm level of software product offerings among the Big Five. Such comparable coverage by competitors is not absent in the U.S. in such fields as human resources and financial software where regulatory requirements induce a similarity in offerings but the phenomenon is more pervasive in Japanese industry. It is important to note that most recently Hitachi, Toshiba and Mitsubishi Denki have announced that their primary business focus going forward will be large social infrastructure projects (energy, transportation and utilities). For these projects, these firms see software more a glue holding different project components together rather than as primary drivers.

We can begin our treatment of the prototypical Company X with a discussion of its Product Group A. Group A is a software “product center” for the system integration business. Although it is often formally organized and called a business unit, its “products” (such as database management software, application development tools, and job management software) are supposed to be used only in Company X’s system integration projects. Group A is ostensibly a profit center, but in reality it is managed as a cost center of the system integration business unit to which it reports.

The rationale for the above mentioned reporting relationship is that the enterprise software developed by Company X is plugged into large complex custom solutions for specific customers. These inputs are coordinated and combined by the system integration business unit. The solutions in question are typically vertically integrated solutions (e.g., Operating System + Database + Applications + Hardware). In this sense, the business application “product” developed by Group A is just a component (independent module) in this larger complex solution. Nevertheless, they are referred to as products because “products” reference critical components of the system to be developed that have been already “productized.” To say that they have already been “productized” means that they have already been operationalized and used elsewhere and consequently there will be shorter development time and lower cost for building that module. In addition, these components are referred to as products because the firm wants to have the same set of “products” that IBM and other competitors provide. They also want to follow current fashion by saying, for example, that “our version 1.xx supports the Service Oriented Architecture concept.”

Put differently, to make an ideal product at low cost in this “software factory” approach, firms avail themselves of commonly used software parts as independent modules which they call “products.” These modules are then deployed for use in multiple end user products to
provide economies of scope. It is critical, that these components are smoothly integrated with the larger custom solution.

The contrast with IBM is quite striking. IBM’s software group has brought to market many innovative packaged software products, tools and middleware that it passes over to its Global Business Services (GBS) group to be used as a factor input to which GBS adds a range of value added services associated with their customization work for end users. These products, like its DB2 database, compete directly with other enterprise software firm products such as those from Oracle and Microsoft. Yet, the GBS group also partners with these same enterprise software companies as part of its public commitment to provide customers the best possible solution to meet their needs. That is to say, IBM’s GBS unit offers competitor, as well as IBM products, to end users in their effort to deliver to customers the best solution. As a result, the software group cannot be sure of sales from global services unless they have cutting edge products.

Company X’s Group A, on the other hand, is primarily oriented toward meeting the needs of its System Integration Business Unit which, in turn, is responsible for integrating the total complex custom solution for a specific customer. The System Integration Business Unit is their primary and sometimes exclusive customer. As a result, business applications, which in the U.S. may be tradable stand-alone products such as an order entry module in an ERP system or application development software tools or even whole ERP and Database systems, tend to be seen quite differently in Japan. For the Japanese firms producing them, they typically are non-tradable components aimed at contributing to the whole solution package which will be sold to the end user. The system integration business unit provides a vertically integrated solution. As a consequence, the “products” created by Group A, customized as they are for a specific end user, typically are not marketed to other customers. Indeed, Group A doesn’t have a strong marketing arm nor an aggressive sales force aimed at the external market.

Software groups, operating in this fashion, have few incentives to patent innovative software to be sold on the open market. This is because many of the enterprise software related innovations are unique to a particular Japanese customer’s product, thereby reducing the incentive to patent in the US or Japan. As implicit in our previous discussion of Table 3, the bulk of young person entering into software jobs are assigned to work on customizing enterprise software. There is not a lot of room here for creative activities and thus these young people may lose their enthusiasm for IT and worse yet, their experiences. as we shall see, get conveyed to the next generation of students.

There is also a software Group B at Company X. Group B’s revenues are (typically) much smaller than Group A’s. Group B is a true software product business unit, and operates as a profit center with relative autonomy. In some system integration firms, Groups A and B are in
the same business unit. While a profit center, Group B does not, however, market its products to the external market. Rather it markets its products, enterprise software, to the Group As of other major system integrators. The unstated assumption is that it is futile to try to sell directly to end user corporations. This is in striking contrast to much software sales activity in the U.S. Group B does have some marketing and sales capabilities but they are not strong. By contrast, U.S. companies like Oracle making innovative business applications, have succeeded in the U.S. and Japan by prioritizing the sales function.

The huge challenge facing Group B is that they are trying to sell their products to system integrators at other companies which typically offer a full range of their own Company X products. So unless Group B can develop a truly breakthrough product or greatly improve an existing one, it is very hard to successfully sell product to other system integrators. These other system integrators are their potential customers but these customers have every incentive to use their own products for their own end user customers. Moreover, even if Group B can develop a successful product, the other system integrators will quickly act to “cover its hit.” They also will do everything they can to persuade the end user to buy a related product from them, even if its functionality is more limited, or to wait until their own equivalent product becomes available.

This brings us to an interesting feature of this system from a Western perspective. The pivotal role of system integrators in Japan, is such that software vendors rarely succeed, as discussed above, in marketing enterprise software directly to large corporate end users. While successful cases do occur, the end user corporations are usually heavily dependent on their long term system integrator partners to guide them in their IT selection choices for reasons discussed above.

Because most Japanese top managers don’t have confidence in their ability to evaluate IT choices, they rely on their system integrator. The system integrators know the details of their business processes through their long term relationship, and can guarantee a smooth implementation process without disruptions.

In summary, we can say that in Japan, customization work is the central activity of system integration firms done in collaboration with in-house teams and in some cases an external software vendor. More than in the U.S., there is an overwhelming bias among corporate managers that large scale business applications like ERP will require extensive customization, despite the added costs this imposes. From a Japanese system integrator vendor perspective, the ultimate form of a product (hardware or software) is one which is fully customized for a specific customer and that is exactly what customers have come to expect and demand. Software producers, inextricably tied to hardware firms, seem to have fully internalized the user mentality epitomized by Japanese hardware managers.
Figure 1 summarizes the relationships we have described above in terms of the possibility of sales results. System Integrator Firm X represents the prototypical system integration firm. Its Product Group A is focused primarily on supplying software components to its System Integration Business Unit which in turn integrates them into complete solutions for its customers. In relatively rare cases, efforts are made to sell directly to Company Y’s system integration unit. Success is not common but when successful, Company X’s system integration unit proceeds as follows. Instead of making direct sales efforts to Y’s system integration business unit, it rather tries to influence Y’s end user customers to use enterprise application z.
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**Figure 1**
Software Sales Between System Integrator (SI) Firms X & Y and Their Customers

If successful, the end users come to prefer it and tell System Integrator Y to use it in their system integration projects; the sale itself is to System Integrator Y. A much smaller Product Group B mostly sells its software products to Company X’s system integration business unit but it also tries to accomplish the difficult task of selling its outstanding products to other Product Group As at other system integrators.

We may add a few additional observations regarding customization of enterprise software from an American perspective. As noted above, customizing a business package like ERP is
often very expensive and complicated. Customization usually involves altering the code to meet a specific company need. Some business packages have very generic features, such that a great deal of customization occurs in most implementations. Alternatively, all U.S. enterprise products, like Oracle’s ERP, now have increased configuration options which eliminates the need for customization in some areas. Rather than changing the source code, exercising configuration options is more about settings tabs or parameters to meet specific customer needs such as setting up of payment terms or the length of the customer record.

Creation of a best practice capability embedded in enterprise software systems is based on modeling specific business processes among “lead users” and then creating a standardized best practice model for such things as order entry systems. A common view among U.S. software vendors is that customization is a main cause of cost overruns in software development and leads to increased costs in long-term maintenance and upgrades. In this view, all too often customization is made to satisfy a perceived need for company-specific functionality, despite that a more than adequate method/process already exists in the standard software routines. Indeed, a number of researchers in the U.S. cite avoiding customization as one of the critical success factors in successful ERP implementation.88 While long term relationships with system integrators certainly are in evidence in the U.S., it is also the case that customization work is often undertaken on a time and materials basis rather than as an activity subsumed under a long term partnership.

Much research over the last decade documents the declining significance of keiretsu in the Japanese economy, using as outcomes measuring the diminished role of interlocking stock ownership and board of directors.89 In the world of enterprise software, however, vertical keiretsu networks continue to powerfully shape trading relationships among enterprises and the nature of competitive outcomes. While undoubtedly, innovation takes place under these arrangements, firms appear to have less incentive to patent their software solutions.

In the past, exogenous shocks from American entries and products, have had shaken up existing Japanese software markets. Salesforce.com’s aggressive entry into the Japanese market, may have that effect on the enterprise software market. They were able to recruit a top level Japanese executive who opened doors for them and they secured a prestigious contract from Japan Post. They also did a large project for METI and thus got a big PR boost.90 Salesforce.com promotes software as a service as the model to replace traditional enterprise software. Software as a service (SaaS) or "on-demand software" is a software delivery model in which software and associated data are centrally hosted on the cloud. To accommodate the Japanese market, Salesforce.com cleverly has been willing to provide a fair degree of customization to their Japanese clients. Unlike in the U.S. they also targeted large companies first and have had notable successes. Salesforce.com’s largest market outside the US is already
Japan (led by CRM, Enterprise Software and other products). Should they continue to take market share, the SaaS model could radically disrupt the existing enterprise software market. This might further a more rational reallocation of software resources.

Path Dependency and Hardware Centricity

We have seen the problems with the human resource constraint explanation for Japan’s innovation shortfall. The alternative hypothesis posited and then rejected by Arora and colleagues is that Japanese IT managers failed to appreciate and respond to the growing importance of software. In so doing, they delayed in building up their software capabilities. In support of this hypothesis, we suggest that the origins of Japanese IT management’s delayed response toward software lay in the structural issues discussed above and in their hardware centric histories.

We can take a page from Arthur Stinchcombe in his seminal 1965 contribution. He observed that organizations which are founded at a particular time and place must of necessity construct their social systems with the social resources available. This includes, of course, the human capital seen as necessary to enable organizational growth and survival. His particular insight was that once established, an organizations of a given type, tends to retain many of the basic characteristics it assumed at the time of its founding. That is to say, key organizational characteristics are imprinted so that the nature of incentives used to drive performance and the characteristics of those initially recruited are often sustained. Stinchcombe stressed the importance of understanding what enables those founding characteristics to persist over long periods of time. The answer lies in the path dependency of organizational and technological learning. A firm’s prior organizational routines, norms and corporate culture (its history), often reproduced over long periods, constrains its future behavior. This is partly because opportunities and incentives for learning often will be close to previous capabilities. The more a firm uses a technology, the better it get at that technology with cumulative sunk costs in human and physical capital. If a firm succeeds over time using a given technology, dynamic increasing returns may cement its commitment to that technology.

One can apply this understanding to the hardware centric origins and sustained commitment to their technology on the part of established Japanese IT manufacturing firms. Their very success reinforced these capabilities over long period of times. Electronic engineers were dominant in the founding of IT electronics firms. This occupational specialty dominated the management of IT firms throughout its history. It is plausible that this history continues to constrain their transition to software.

As noted earlier, skilled human capital remains the most crucial factor for software innovation. The quantity and quality and deployment of such skilled human capital is decisive.
Sony has been one of Japan’s quintessential hardware centric companies. The Walkman epitomized Sony’s technical capabilities; it was a triumph of electronic engineering. Since then, a major portion of Sony’s innovations have involved making products, smaller, thinner and lighter, outcomes achieved largely through creative hardware design. They, however, have been particularly weak in developing innovative application software. Its Play Station is the rare exception. Howard Stringer, former President of Sony, in a 2006 interview with the Wall St. Journal provides a revealing insight into what has been one of Japan’s premier firms. The following quote speaks specifically to the issue of human capital deployment.

We did not bring software engineers into product development at the beginning. The hardware engineers would begin the product and then software would come in after the fact. And that’s because in a company that has jobs for life, the older people are at the top and the younger software engineers are on the bottom, pushing up. So there is a kind of a generation gap.

Stringer explains the late entry of software engineers into the product development process in terms of the Japanese age and seniority promotion system (nenkou joretsu seido). Yet, it is not just that older hardware engineers have greater seniority in Japanese manufacturing firms.

Following upon Stinchcombe’s analysis referenced above, those managers, now at the upper leadership levels, rose to their positions at a time when hardware capabilities were critical factors leading to their own personal and company’s success. Thus, these top people tend to associate success with hardware innovation, unconsciously downplaying the growing contributions that can be made by software and service orientations. This lag in leadership recognition of current realities is hardly unique to Japan but may be more prevalent because of the strength of the age and length of service system, the company’s extraordinary manufacturing successes in the past, and the association of hardware manufacturing (monozukuri) with national culture.

Of relevance here is the tendency of large old established firms to enter new fields by using spinoffs. Along with their established vertical keiretsu and tendency to staff their spinoffs with parent firm employees, these spinoffs tend to choke off opportunities for startups and limit the innovativeness of spinoffs. Researchers have documented for select new technologies and industries the tendency of extant large Japanese hi tech firms to adapt and survive, while in the U.S., established hi tech firms more often disappear and are replaced by new firms. Such was the case in the shift from mainframes to pcs and in the hard disk industry. How is this relevant to our preceding discussion? All things being equal, these large enduring Japanese IT firms and their spinoffs are more likely to carry over their founding organizational culture to the new field and be slower to adopt current practices and conventions. So we might expect them to be slower to adapt to the expanding importance of software. The new hi tech firms in the
U.S., however, are more likely, all things being equal, to adopt current practices and conventions which would accelerate the recognition of the importance of software.

In the case of the origins of Japanese IT, it is reasonable to assume that the most successful firms developed practices to recruit, train and promote high talent hardware engineers. Because they succeeded, they were more likely to be emulated by other high tech firms. It is only in recent decades that failure to recognize the importance of software and to recruit, train, and promote high talent software engineers has started to pose a challenge to organizational survival. The delayed recognition of software’s importance can be attributed both to the success of these firms until relatively recently and to the institutionalized power of hardware engineers and their vested interest in protecting their status. This plays out in many different ways and is reflected in what we call organizational culture.

Digging deeper into the micro practices that sustain past practices, the action proposals that often look sensible to upper management are those which follow precedents, harmonize with current actions, resemble practices of other organizations with which they regularly interact, fit with top managers’ values and reinforce existing power holders. In short, they have strong vested interests and sunk costs growing out of their past experiences.

We have long standing research in the U.S. which shows management feels most comfortable promoting into their ranks people who are most like them. Why? It is because they see those similar to them as easier to communicate with, to understand, and to trust? Stinchcombe observes that the critical relationship of trust is more difficult to achieve when the parties do not have sufficient history together to be able to predict what their respective colleagues will do in a given situation. So if hardware engineers dominate the top management positions, they are most likely to feel most comfortable promoting hardware engineers. They know what hardware engineers do but software engineers produce an intangible product. All these factors slow the inevitable transition to the software era. Of course, there are, progressive Japanese firms that have moved ahead to successfully navigate the software transition but relative to the U.S. the overall movement appears more halting.

If a firm only brings in software personnel later in the product development process, this leads to the self-fulfilling prophecy confirming that software doesn’t have much to contribute – that it is basically just a set of tools for implementing hardware centric product design. By the time software engineers are called upon to perform their tasks, the product development process, especially for complex products, is often behind schedule and the software engineers are under intense pressure to complete their tasks. In this environment, it is less likely that software engineers will be able to fully understand and take advantage of the hardware design strengths. In summary, the cost of hardware coming first is that it sacrifices the optimization of software contributions.
The problems Stringer described are mirrored at many other high tech Japanese firms. In the case of Sony, Stringer and his HR personnel responded to the problem by devising a new set of promotion practices designed to accelerate the rise of young software talent. In keeping with the constraints described above, however, the new system produced only modest results as middle management, often described as the true strength of Japanese corporations, blocked the full implementation of the new policies.

One reason for not enough collaboration between hardware and software engineers is that the hardware voice is often stronger than the software voice. In an organizational culture dominated by hardware people, there tends to be an unconscious assumption that hardware people should take the lead in product development. To be sure, the answer of who takes the lead should be determined by the product, whether it is integral or modular, by the dynamic nature of customer expectations, etc. That said, the growing potential contributions of software suggest the need for more collaboration among these engineering specialists and that it needs to be conducted on a balanced basis.

There is also an issue of how deployment of software personnel is related to positions of power and control. In my field research, I found much stronger recognition of the importance of prioritizing software among some of Japan’s Korean competitors than among Japanese managers whom were interviewed. A Samsung manager recounted the aftermath of the firm’s recent development of a hit product. A few years after the product was released, it was found that the hardware engineers, who worked on it, were being promoted faster than the software engineers who worked on it. A internal study of why this happened revealed that those higher level managers who were making promotion decisions were hardware personnel. The contributions of the software engineers weren’t as visible to them as were the contributions of the hardware engineers and therefore the software engineers were promoted at a slower rate. In short, organizational history, culture and power shapes which and how performance metrics get applied, often with participants being unaware of the biases they exhibit. In the case of Samsung’s higher level management, this case showed their priorities. They demonstrated leadership by becoming aware of the situation, defining it as a problem and setting about trying to understand why this was happening and then developing countermeasures. Overall, I found Korean IT managers and government officials more aggressively talking about the importance of software than was the case with their Japanese counterparts.

**Software Engineering as an Attractive Career Route**
How are software/IT jobs seen in society at large? The results of a CNN/Money Magazine study of the best jobs in America were published in 2010. The survey methodology combined objective (e.g., growth rate of jobs, salaries, educational requirements) and subjective quality of life measures derived from a PayScale survey (e.g., amount of reported job stress, job flexibility) to arrive at their final list.\textsuperscript{101}

These U.S. job rankings were included in a June 2012 IPA report aimed at Japanese firms with strong interests in software development.\textsuperscript{102} The subject of the report was the comparative standing of the Japanese software industry, especially relative to the U.S. The CNN/Money Magazine survey results show that five of the top ranked twenty jobs in the U.S. are filled by software professionals. Kenji Hiranabe, the aforementioned leader in the Japanese agile software development movement, successfully pushed for the inclusion of the survey results in the IPA report. He explained to me why:

To Japanese engineers, it is amazing that software developer and other related occupations are so highly recognized in the U.S. It seems that industry, investment, employment, innovation, education and others factors surrounding IT are mutually reinforcing one another in the U.S. to create positive business outcomes.\textsuperscript{103}

Katsutoshi Shintani, Chief Advisor to the Software Engineering Center at the Information-Technology Promotion Agency (IPA), commenting on this same data, stated:

Whenever I mention this data, I stress that Japanese software engineers need to be socially respected and rewarded with high pay as in the case of the U.S. I mean to wake up Japanese management to understand that if their companies are relying on software engineers for growth, then their software engineers need to be rewarded with high pay. Japanese firms also need to display publicly to outsiders the corporate contributions of their software engineers. In so doing, young and talented people will be motivated to work in software development.\textsuperscript{104}

These comments suggest that software engineers are not treated all that well in Japanese corporations, nor seen as all that important in society. Consequently there are recruitment problems, especially with regard to getting high school students to consider majoring in IT fields. This would certainly be consistent with the structure of the industry as described above; many software professionals work in subsidiaries and tiered subcontractors with lower pay and more severe working conditions than would be the case than if they were employed by larger corporations. As already documented, they are less likely to be employed in software product oriented firms, whether start-ups or large corporations as is the case in the U.S. It is in the latter kinds of firms where higher status would more likely be accorded.

Japanese IT engineers hold what are often called the new 3k jobs. This labeling is widely used in the media. The term originated in manufacturing many years ago to describe low status manufacturing jobs characterized by dirty, dangerous and harsh conditions (kitanai, kiken, kitsui). In the world of software, this has been transformed to: lots of overtime work, low
wages and stressful conditions (kaerenai, kyuuyo ga hikui, kitsui). This designation is more likely to apply to those working on customization, maintenance, and upgrading of enterprise software than it is to the higher status embedded software development jobs.

The characterization of IT engineers as low status is on display in a set of three featured articles published in Dec. 2006 in the popular business magazine, Nikkei Business. Their analysis is supported by survey data from some 2,200 IT engineers. They found that 90% of respondents reported stress in their work with over 1/3 of those reporting strong stress. The biggest source of stress was quotas and work content. Some 25% reported that they didn’t think their work was worth doing. Fifty one percent report their salary was low (though no comparative data was reported). Respondents stated their overtime work averaged 12 hours a week (versus. 10.4 hours per month) for all industry employees and 17.5 per month for manufacturing employees according to the government’s Monthly Labour Survey. It may well be that the perception of low wages is influenced by the extraordinarily amount of overtime employees feel compelled to work relative to other jobs. As required by Japanese labor regulations, overtime work under 60 hours a week, is compensated only at a rate of 1.25 times the regular rate. A major problem reported in the survey was poor motivation of software engineers in their late 30s. Particular sources of concern, in these and other articles and surveys, are found in the firms’ lack of clarity about employee career trajectories and prospects. Overall, these findings are consistent with IPA reported survey data. Nevertheless, the data are not drawn from a random sample so it is, at best suggestive.

Even allowing for exaggeration by these media treatments, they create an image that is hardly enticing to young people contemplating their future careers. This can only contribute to the problems universities and corporations have in recruiting software students and professionals. Consistent with this interpretation, the survey found that some 73% of respondents believed that IT companies are unpopular among students and young engineers. The large amount of expected overtime work is believed to be a major source of these negative views. Clearly, for many of the best and the brightest, IT is not the career route of choice. In the end, this may be more of a constraint on Japanese software innovation than the education system which is far from best in class but often good enough for many purposes.

None of this is to suggest that the situation in the U.S. approaches nirvana. There is a longstanding and ongoing debate as to whether there are shortages or looming shortages of IT talent. Those denying shortage argue that those claiming shortage misrepresent or misinterpret the data to justify importing low wage docile foreign workers through the H-1B visa program. Moreover, it is argued that the import of foreign IT labor diminishes the prospects for American citizens and reduces incentives for them to enter IT studies. This occurs at the same time that talented foreign students continue to flock to the highest ranked U.S.
universities to study CS and related fields. Many of these students have stayed to work for varying periods at U.S. corporations. Whatever the merits of the respective arguments, the U.S. IT industry has had available to them over the last 30 years a strong supply of talented IT workers and budding entrepreneurs. Indeed, the results of a 2012 study of engineering and technology companies founded in the United States between 2006 and 2012 is quite revealing. The study found that 24.3% of these companies had at least one key founder who was foreign born. This was a slight decline from previous decades. There is no counterpart to this phenomenon in Japan.109

There are relatively few examples of Japanese software firms which have achieved global success and few software heroes celebrated in the popular culture. By contrast, the U.S. job rankings shown earlier are consistent with the presence in the U.S. of a large number of software start-up successes and individual software heroes, entrepreneurs like Bill Gates, Steve Jobs and Mark Zuckerberg, Jeffrey Bezos, Larry Page and Sergey Brin. The U.S. also has highly successful global software companies like Google, IBM and Oracle. The considerable rewards for their founders’ and employees success are well publicized. These cannot help but contribute to the positive view of software related jobs as seen in the broader society.

We can gather more insight into this matter by looking at the research findings of Universum, a firm engaged in employer branding.110 They conduct large multi-national surveys of student’s preferences for the most attractive potential employers. Business undergraduate students were asked to choose the five employers they would most like to work for. The 2012 U.S. findings show that among the top 20 most attractive employers, software firms accounted for four of the top sixteen employers. Google ranked first, Facebook 12th, Microsoft 14th and Amazon 16th.111 Moreover, Apple, which differentiated itself from competitors to a large extent as a result of its software capabilities and strong integration between software and hardware, ranked second. Were Apple included, five of the top sixteen would be software firms. The comparable Japan rankings show the first software firm on the top 20 list is Nintendo at number 10 and then Google at number 16, a total of two, with one being an American firm.112 In short, we see further evidence here for relatively poor student perception of Japanese IT jobs offering promising career opportunities compared to the U.S.

In the business community, successful CIO’s in the U.S. are held up as heroes in the business community. Recognized entities such as Silicon.com and CIO magazine produce annual list of the top 50 CIOs. The more popular Computerworld has its list of Premier 100 CIOs announcing that the winners drive strategy and innovation in top tier IT departments.113 In short, software has a far more positive reputation in the U.S. business culture as well and it attracts among the best and the brightest in its universities. There are no well-publicized counterparts in Japan and as we have seen, many Japanese corporations either have no CIO or only a part time one.
With hardware increasingly becoming a commodity, it is software which increasingly adds value to the firm and enables competitive advantage. This being the case, one would expect that software personnel would be increasingly rewarded relative to hardware personnel. There is anecdotal evidence in the U.S. which shows heated competition for software personnel as reports grow that firms increasingly acquire other firms just to gain access to their software talent. Such extreme efforts are uncommon in Japan. What about wages and salaries? If Japanese firms are lagging in the recognition of the importance of software relative to the U.S., then we might expect a larger wage advantage for software personnel relative to hardware engineers in the U.S. compared to Japan.

What is the situation in Japan? First, there is a widespread view among software engineers, and in society at large, that their salaries are low compared to other professionals, such as hardware engineers. Software specialists, whom I interviewed, tend to discount such claims. The only evidence found in our literature search, provides weak support for a modest advantage for hardware engineers. Again, it may be that the long overtime worked by software engineers relative to other professionals fuels their sense of being disadvantaged overall.

We do, however, have data comparing salaries of engineering professions in Japan and the U.S. which provide indirect evidence of a gap. Nakata and Miyazaki report that Japanese engineering professions’ overall salaries (whether using yearly or hourly salaries), are significantly lower than their U.S. counterparts, as measured using either exchange rate or purchasing power parity methods. They also found that salaries of Japanese male software engineers (referred to in Japanese statistical reports as system engineers), relative to their U.S. counterparts, ranged from 48.7 to 57.1 percent depending on whether they used exchange rates or purchasing power parity methods. By contrast, male Japanese general engineers fared notably better in their pay with their pay rising to 56.6 to 62.8 of their U.S. counterparts. This does suggest that Japanese software engineers are not seen as valued a resource relative to their U.S counterparts as Japanese general engineers are compared to their U.S. counterparts.

Conclusion

This analysis began with a documentation of Japanese IT firm’s relative weakness in patentable software innovation. One would do well to keep in mind, however, this does not mean that Japanese IT firms are outliers. It is rather more correct to say that U.S. IT firms, from a global perspective, display exceptional performance in software innovation. Were one to compare Japanese IT firms to those in other advanced economies, Japanese performance most likely would compare more favorably.

My analysis drew upon the findings of Arora and colleagues who analyzed USPTO time series data from 1983 to 2004. Specifically they examined the numbers of software citations in
hardware patent applications for both Japanese and U.S. firm originated patents. They concluded that IT innovations are become more software intensive for firms in both countries, that Japanese firms rely less on software capabilities in their hardware inventions than U.S. IT firms and they produce notably fewer software inventions. They also concluded that Japanese IT firms are increasingly lagging behind especially in software intensive sectors.

The researches go on to analyze the cause of Japanese IT firms growing software deficits and conclude that they might well arise from a deficit in software human resources. They cite reports of software labor shortages in Japan, a 3 to 1 U.S advantage in annual software professional inflows to IT firms plus a much larger use of offshoring by U.S. IT firms. They also examine the share of software patents as a ratio of total patents invented by Japanese subsidiaries in the U.S. and find it occurs at a notably higher rate than the equivalent share produced by their parent companies in Japan. Based on this analysis, the authors conclude that a constrained supply of software knowledge and skills may explain the relatively weaker innovation performance of Japanese IT firms in the 1990s.

There are, however, problems with this analysis. First the authors dismiss the literature which suggests a “home country” bias that leads U.S. inventors to have a home court advantage in filing with the USPTO compared to foreign inventors such as the Japanese. It is also quite plausible that Japanese firms select the patents they choose to file in the U.S. from among those with the most promising export/sales potential to the U.S. and other global markets. This criterion could lead them to patent more software intensive solutions in the U.S. This scenario may have nothing to do with software human resource deficits in Japan being the source of their innovation shortfall.

The authors also documented that the U.S. advantage in the annual inflow of IT domestic software graduates and foreigners (H-1B visas in the case of the U.S.) into the domestic labor pool had grown to a 3 to 1 advantage by 2001. Added to this was a large U.S. advantage in the use of offshoring. Assuming these gaps led to human resource constraints in IT innovation and that this was recognized by Japanese executives, economic theory would predict that management and relevant government agencies would act to address these constraints. Yet, data, reporting the stock of IT professionals in 2010, show the same 3 to 1 gap advantage for the U.S. While Japanese offshoring appears to have doubled from its very low levels in the 2004-2005 period, it is not even clear that this gap was reduced as U.S. offshoring during this period certainly also grew. Given the failure to make major strides in diminishing the human resource capability gap, it may well be that Japanese management either did not recognize the existence or importance of a software innovation gap or it did not see human resources constraints as the critical factor in addressing the gap in software innovation.
To understand the situation more fully, we go beyond the period examined by Arora and colleagues. While one does hear talk of some specific shortage of IT talent in the past and nowadays, there is no widespread national conversation in Japan about large human resource constraints lying behind the recent past or current Japanese problems in IT. Nor has there been such a conversation for a very long time. In 1987, MITI predicted a shortage of software human resources totaling one million by the year 2000.115 Today, METI officials acknowledge that this report was based on false assumptions and wildly off base.116 Indeed, it has been argued that the only clear cut time of human resource constraints impacting software innovation occurred when all application and system engineering needed to be done in the Japanese language as thus required a vast army of software engineers. This changed when in 1991 IBM/Japan, together with many of NEC’s competitors, introduced to Japan a bilingual operating system for personal computers .DOS/V. The significance of DOS/V was that it allowed Japanese purchasers of DSOJS/V to run English language MS-DOS compatible software at the same time it ran DOS/V Japanese software.117 This opened up Japanese markets to foreign software and reduced the need for large numbers of software engineers.

The failure to significantly reduce the gap over this long period can also be interpreted to provide support for the view that Japanese IT executives have been slow to recognize human resource constraints as a big factor limiting IT innovation. It is also consistent, however, with the view that as top executives in IT firms came gradually to recognize the importance of software innovation for their competitive performance, they found themselves in a bind. They didn’t know how to proceed without jeopardizing their legacy hardware businesses built on high quality precision manufacturing and requiring high quality and customization for their complementary software. Seen through their eyes, sustaining the legacy businesses does not lend itself to their prioritizing software innovation. Rather, it reinforces traditional monozukuri practices.

In this connection, I explored the evidence for the difficulty Japanese IT firms have had in making the transition from hardware centric to more software focused firms. Building on Stinchcombe, one can make a plausible case that organizations of a given type, tend to retain many of the basic characteristics they developed at the time of their founding. The nature of incentives used to drive performance and the characteristics of those initially recruited are often sustained because organizational and technological learning is highly path dependent. A firm’s prior organizational routines, norms and corporate culture, often reproduced over long periods, constrains its future behavior. This is partly because opportunities and incentives for learning often will be close to previous capabilities. The extraordinary success of Japanese IT firms in the 1970s, 1980s and 1990s, reinforced many of their hardware centric practices. I elaborated various factors which enhanced the credibility of these behaviors in the view of hardware executives.
There is evidence that the quality of IT capabilities produced at Japanese universities has greatly lagged and continues to lag that produced at U.S. universities. The slowness in upgrading IT curricula is notable and it is hard not to label Japan a slow follower in this regard. This can be interpreted to support Arora and colleagues’ thesis of the continuing human resource constraints limiting Japanese software innovation. These same facts, however, are also quite compatible with the understanding that the Japanese educational establishment didn’t grasp the importance of software to Japan’s competitive strength and failed to act aggressively to address software weaknesses. Indeed, our analysis suggests powerful inertial forces that slowed innovation in this area.

Arora and colleague’s analysis of the causes of the innovation shortfall ultimately rest on the assumption that more talented engineers yield more innovation. Yet, more talented engineers do not, in themselves, equal more productivity or innovation. Large aggregations of talented software engineers whether in a firm, region or nation cannot in itself be expected in itself to yield greater innovation. Software innovation benefits from powerful supporting ecosystems, from high quality engineers and especially from the embeddedness of these engineers in specific kinds of organizations and societal institutions whose objective is to enable firms to create and market these innovations to large numbers of users. Put differently, Japan’s patentable innovation deficit vis a vis the U.S. may arise less from smaller numbers of talented engineers than from different organizational and managerial capabilities and especially from different strategic choices.

This suggests there are deeper structural causes of Japan’s software innovation shortfall both in the period investigated by Arora and colleagues as well as later. The evidence suggests not enough Japanese products are focused on software and not enough software professionals are focused on product. Both of these lead to lack of demand for excellent software architects/designers. The net result is not enough software innovation. In this sense, the human resource constraints identified by Arora and colleagues at best are intervening variables reflecting a lack of focus on software products, especially ones intended for sales to large numbers of users. Relevant here is the thin staffing of IT professionals at IT firms. Also relevant is the huge amount of software capabilities directed toward customization for sales in vertical markets. The evidence for this can be seen most starkly in the foregoing account of the prototypical work and product flow of the “Big Five” Japanese enterprise software players based on our field observations. Opportunities for software innovation are modest in these activities.

The huge resources Japanese firms devote to customization are testimony to the importance attached to preserving monozukuri capabilities. In this environment, the primary role of software is to support the design, production and sale of specific monozukuri products.
As such, software is seen as an assistant to and controller of hardware products. Its potential as a driver of customer value tends to go unfulfilled and incentives for software innovation are modest.

Of particular concern for Japan’s IT future, is the seeming low esteem in which IT work is held in Japan versus the U.S. This is reflected in IT not being seen as an attractive career route relative to the U.S. The reasons for this appear to lie in the limited opportunities for innovative activities and associated rewards for most Japanese software engineers. Instead, most Japanese software professionals are employed as cogs in IT service firms rather than in product producing firms or in startups.
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